![](data:image/jpeg;base64,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)

**SY BCS**

Data Structure - I

**Solved Practical Slips 2022-23**

**Solution Credit goes to Anurag,Harshad,Shravani,Mahendra, Hritik,Samrudhhi,Shubham,Anish** [www.nrclassespune.com](http://www.nrclassespune.com/) | [www.bcsbca.com](http://www.bcsbca.com/)

Subscribe to our YouTube Channel for BCS Study videos [https://www.youtube.com/@NRClasses](https://www.youtube.com/%40NRClasses)

Click on the below link to join our Free Study Material WhatsApp Group https://chat.whatsapp.com/Cr4J04C1rk45qQ8zbagK9J

Follow us on Instagram @logic\_overflow

**Slip 1\_1**: .Implement a list library (doublylist.h) for a doubly linked list of integers with the create, display operations. Write a menu driven program to call these operations.

**Solution:**

# Header File : doublylist.h

#include<stdio.h> #include<stdlib.h>

struct node

{

struct node \*prev; int data;

struct node \*next;

};

struct node \*f; void create()

{

int n,i;

struct node \*s;

printf("enter number of nodes needed : "); scanf("%d",&n);

f=(struct node \*)malloc(sizeof(struct node)); printf("enter data : ");

scanf("%d",&f->data); f->prev=NULL;

s=f; for(i=1;i<n;i++)

{

s->next=(struct node \*)malloc(sizeof(struct node)); s=s->next;

printf("enter data :"); scanf("%d",&s->data);

}

s->next= NULL;

}

void display()

{

struct node \*s; for(s=f;s!=NULL;s=s->next)

{

printf(" %d -> ",s->data);

}

}

# Program File

#include <stdio.h> #include "doublylist.h"

int main()

{ int ch; do

{

printf("\n1.create\n2.display\n0.exit"); printf("enter choice :"); scanf("%d",&ch);

switch (ch)

{

case 1: create();

break; case 2: display();

break;

case 0: break;

default:

default:printf("invalid choice "); break;

}

}while(ch!=0);

}

**Slip 1\_2, Slip 13\_2** : Write a program that sorts the elements of linked list using any of sorting technique / Sort linked list using bubble sort

**Solution:**

#include<stdio.h> #include<stdlib.h>

struct node

{ int data;

struct node \*next;

};

struct node \*f;

void create()

{

int i,n;

struct node \*s;

printf("\nEnter no of nodes "); scanf("%d",&n);

f=(struct node \*)malloc(sizeof(struct node)); printf("\n Enter node ");

scanf("%d",&f->data); s=f;

for(i=1;i<n;i++)

{

s->next=(struct node \*)malloc(sizeof(struct node)); s=s->next;

printf("\n Enter node "); scanf("%d",&s->data);

}

s->next=NULL;

}

void display()

{ struct node \*s; for(s=f;s!=NULL;s=s->next)

{ printf("\t %d ->",s->data);

}

}

void sort()

{ struct node \*p,\*q; int temp;

for(p=f;p!=NULL;p=p->next)

{

for(q=p->next;q!=NULL;q=q->next)

{

if(p->data > q->data)

{ temp = p->data;

p->data = q->data;

q->data = temp;

}

}

}

}

main()

{

create();

printf("\n Link list is : "); display();

printf("\n After sorting Link list is = "); sort();

display();

}

**Slip 2\_1:** Implement a list library (singlylist.h) for a singly linked list of integer with the operations create, display. Write a menu driven program to call these operations

**Solution:**

# Header File : singlylist.h

#include<stdio.h> #include<stdlib.h>

struct node

{ int data;

struct node \*next;

};

struct node \*f; void create()

{

int n,i;

struct node \*s;

printf("enter number of nodes needed : "); scanf("%d",&n);

f=(struct node \*)malloc(sizeof(struct node)); printf("enter data : ");

scanf("%d",&f->data); s=f;

for(i=1;i<n;i++)

{

s->next=(struct node \*)malloc(sizeof(struct node)); s=s->next;

printf("enter data :"); scanf("%d",&s->data);

}

s->next= NULL;

}

void display()

{

struct node \*s; for(s=f;s!=NULL;s=s->next)

{

printf("%d ->",s->data);

}

}

# Program File :

#include <stdio.h> #include "singlylist.h"

main()

{ int ch; do{

printf("\n1.create\n2.display\n3.exit"); printf("\nenter choice :"); scanf("%d",&ch);

switch (ch)

{

case 1: create();

break; case 2: display();

break; case 3: break;

default: printf("invalid input");

}

}while(ch!=3);

}

**Slip 2\_2 ,Slip 8\_2, Slip 17\_2:** Write a program that copies the contents of one stack into another. Use stack library to perform basic stack operations. The order of two stacks must be identical.(Hint: Use a temporary stack to preserve the order).

#include <stdio.h>

char s[20]; int top;

void init()

{

top=-1;

}

int isempty(){ if(top==-1)

return 1; else

return 0;

}

int isfull()

{

if(top==19) return 1;

else

return 0;

}

void push(char ch)

{

if(isfull()==1) printf("stack is full"); else

{

top++; s[top]=ch;

}

}

char pop()

{

char ch; if(isempty()==1)

printf("stack is empty"); else

{

ch=s[top]; top--;

}

return ch;

}

main()

{

int i,k=0; char temp[20]; init();

char str[20]; printf("enter string "); scanf("%s",str); for(i=0;str[i]!='\0';i++)

{

push(str[i]);

}

while(!isempty())

{

temp[k]=pop(); k++;

}

temp[k]='\0';

//Again String push into stack printf("second string :"); for(i=0;temp[i]!='\0';i++)

{

push(temp[i]);

}

while(!isempty())

{

printf("%c",pop());

}

}

**Slip 3\_1 :** Sort a random array of n integers (accept the value of n from user) in ascending order by using insertion sort algorithm.

# Solution :

/\* Insertion sort on random nos \*/ #include<stdio.h>

int main()

{

int a[10],i,j,n,key;

printf("Enter how many numbers: "); scanf("%d",&n);

for(i=0; i<n; i++)

{

a[i]=rand()%100;

}

printf("\n Before sorting array is ");

for(i=0;i<n;i++)

{

printf("%d ",a[i]);

}

for(i=1; i<n; i++)

{

key = a[i];

for(j=i-1; j>=0; j--)

{

if(a[j] > key)

{

a[j+1]=a[j];

}

else

break;

}

a[j+1]=key;

}

printf("\nAfter sort array is: "); for(i=0; i<n; i++)

{

printf("%d ",a[i]);

}

}

**Slip 3\_2 :** Write a C program to evaluate postfix expression.

**Slip 16\_2** : A postfix expression of the form ab+cd-\*ab/ is to be evaluated after accepting the values of a, b, c and d. Formulate the problem and write a C program to solve the problem by using stack.

# Solution :

#include<stdio.h> #include<string.h>

char s[20]; int top;

void init()

{

top=-1;

}

int isempty()

{ if(top==-1) return 1;

else return 0;

}

int isfull()

{ if(top==19) return 1;

else

}

return 0;

void push(char data)

{

if(isfull()==1)

printf("\nStack is full ");

else

{ top++; s[top]=data;

}

}

char pop()

{ char data; if(isempty()==1)

printf("\nStack is empty ");

else

{ data=s[top];

top--; return data;

}

}

void postfix\_eval(char str[20])

{ int i,op1,op2,val; for(i=0;str[i]!='\0';i++)

{ switch(str[i])

{

|  |  |  |
| --- | --- | --- |
| case | '+': | op2=pop(); |
|  |  | op1=pop(); |
|  |  | push(op1+op2); |
|  |  | break; |
| case | '-': | op2=pop(); |
|  |  | op1=pop(); |
|  |  | push(op1-op2); |
|  |  | break; |
| case | '\*': | op2=pop(); |
|  |  | op1=pop(); |
|  |  | push(op1\*op2); |
|  |  | break; |
| case | '/': | op2=pop(); |
|  |  | op1=pop(); |
|  |  | push(op1/op2); |
|  |  | break; |

default:printf("Enter value of %c ",str[i]);

scanf("%d",&val); push(val);

}

}

printf("Ans =%d ",pop());

}

main()

{ char str[20];

printf("Enter postfix string "); scanf("%s",str); postfix\_eval(str);

}

**Slip 4\_1:** Read the ‘n’ numbers from user and sort using bubble sort

# Solution :

#include <stdio.h>

void main(){

int a[20],i,n,temp;

printf("enter number of elements :"); scanf("%d",&n);

for(i=0;i<n;i++)

{

printf("enter number :"); scanf("%d",&a[i]);

}

printf("/n before sorting :"); for(i=0;i<n;i++)

{

printf("%d\t",a[i]);

}

printf("/n after sorting :"); for(i=0;i<n;i++)

{

if(a[i]>a[i+1])

{

temp=a[i]; a[i]=a[i+1]; a[i+1]=temp;

}

}

for(i=0;i<n;i++)

{

printf("%d\t",a[i]);

}

}

**Slip 5\_1, Slip 14\_1:** .Create a random array of n integers. Accept a value x from user and use linear search algorithm to check whether the number is present in the array or not and output the position if the number is present.

# Solution :

#include<stdio.h>

void linearsearch(int a[10],int n,int sr)

{ int i,p,cnt=0; for(i=0;i<n;i++)

{

if(a[i]==sr)

{ p=i; //store position cnt++;

break;

}

}

if(cnt>=1)

printf("element found at %d position",p);

}

main()

{

else

printf("element NOT found ");

int n,i,sr,a[10];

printf("enter how many values"); scanf("%d",&n); for(i=0;i<n;i++)

{

printf("enter values"); scanf("%d",&a[i]);

}

printf("\n enter search element"); scanf("%d",&sr); linearsearch(a,n,sr);

}

**Slip 5\_2 ,Slip 11\_2 ,Slip 23\_1 :** Implement a priority queue library (PriorityQ.h) of integers using a static implementation of the queue and implement the below two operations. 1) Add an element with its priority into the queue. 2) Delete an element from queue according to its priority.

# Solution :

**Header File : PriorityQ.h**

#include<stdio.h> int Q[20];

int f,R; void init()

{

f=R=-1;

}

int isempty()

{

if(f==R)

return 1;

else

}

return 0;

int isfull()

{

if(R==19)

return 1;

else return 0;

}

void Add(int no)

{ int i; if(isfull()==1)

printf("Queue is Full ");

else

{

for(i=R;i>f;i--)

{ if(no<Q[i])

Q[i+1]=Q[i];

else

}

break;

Q[i+1]=no; R++;

}

}

int Delete()

{ int no; if(isempty()==1)

printf("Queue is empty ");

else

{

}

f++;

no=Q[f];

return no;

}

void display()

{

int i; for(i=f+1;i<=R;i++)

{ printf("%d ",Q[i]);

}

}

**Program File :** #include<stdio.h> #include "PriorityQ.h" main()

{

int n,ch; init(); do

{

",Delete());

printf("\n\n1.Add \n2.Delete \n3.Display \n0.EXit"); printf("\nEnter choice ");

scanf("%d",&ch); switch(ch)

{ case 1:printf("\nEnter element ");

scanf("%d",&n); Add(n);

break; case 2:if(isempty()==1)

printf("\nQueue is empty "); else

printf("deleted elemet =%d

break; case 3:display();

break;

}

}while(ch!=0);

}

case 0:break; default:printf("\nInvalid choice ");

**Slip 6\_1, Slip 15\_1, Slip 18\_1, Slip 19\_1 :** Sort a random array of n integers (accept the value of n from user) in ascending order by using selection sort algorithm.

**Solution :** #include<stdio.h> main()

{ int i,a[10],n,min,pos,j,temp;

printf("Enter how many elements "); scanf("%d",&n);

for(i=0;i<n;i++)

{

a[i]=rand()%100;

}

printf("\nBefore array sorting "); for(i=0;i<n;i++)

{ printf("%d ",a[i]);

}

for(j=0;j<n-1;j++)

{

min=a[j]; pos=j;

for(i=j+1;i<n;i++)

{ if(a[i]<=min)

{ min=a[i]; pos=i;

}

}

temp=a[j]; a[j]=min; a[pos]=temp;

}

printf("\nSorted array is "); for(i=0;i<n;i++)

{ printf("%d ",a[i]);

}

}

**Slip 6\_2 :** Implement a queue library (dyqueue.h) of integers using a dynamic (linked list) implementation of the queue and implement init, enqueue, dequeue, isempty, peek operations.

**Solution :**

**Header File : dyqueue.h**

#include<stdio.h> #include<stdlib.h>

struct node

{

int data;

struct node \*next;

};

struct node \*f,\*r;

void init()

{

f=NULL; r=NULL;

}

int isempty()

{

if(f==NULL)

return 1; else

return 0;

}

void enqueue()

{

struct node\*nw; int n;

nw=(struct node\*)malloc(sizeof(struct node)); nw->data=n;

nw->next=NULL;

if(f==NULL)

{

}

else

{

}

}

f=nw; r=nw;

r->next=nw; r=r->next;

int dequeue()

{

int n;

struct node \*temp; if(isempty()==1)

printf("queue is empty");

else

{

}

}

temp=f; f=f->next;

n=temp->data; free(temp);

int peek()

{

return f->data;

}

**Program File :**

#include<stdio.h> #include"dyqueue.h"

main()

{

int ch,no; init(); do

{

printf("\n1.enqueue \n2.dequeue \n3.peek \n0.exit"); printf("enter choice");

scanf("%d",&ch); switch(ch)

{

case 1:printf("enter data:");

scanf("%d",&no); enqueue(no); break;

case 2:if(isempty()==1)

printf("\n queue is empty"); else

printf("dequeue element=%d",dequeue()); break;

case 3:printf("top element =%d",peek());

}

}while(ch!=0);

}

break; case 0:break;

**Slip 7\_1 :** Sort a random array of n integers (accept the value of n from user) in ascending order by using quick sort algorithm.

# Solution :

#include<stdio.h>

void quicksort(int a[10],int lb,int ub);

main()

{ int n ,a[10],i,sr,j,temp; printf("\n enter no of elements"); scanf("%d",&n);

for(i=0;i<n;i++)

{

//printf("Enter no "); a[i]=rand()%100;

}

printf("\n Before sorted array is "); for(i=0;i<n;i++)

{

printf("%d ",a[i]);

}

quicksort(a,0,n-1); printf("\n Sorted array is "); for(i=0;i<n;i++)

{

printf("%d ",a[i]);

}

}

void quicksort(int a[10],int lb,int ub)

{ int key,temp,i,j; if(lb<ub)

{

i=lb+1; key=a[lb]; j=ub;

while(i<=j)

{

while(a[i]<=key && i<=ub) i++;

while(a[j]>key && j>=lb)

j--;

if(i<j)

{

temp=a[i]; a[i]=a[j]; a[j]=temp;

}

}

//swap key and a[j] temp=a[j]; a[j]=a[lb]; a[lb]=temp; quicksort(a,lb,j-1); quicksort(a,j+1,ub);

}

}

**Slip7\_2 :** Write a program that checks whether a string of characters is palindrome or not. The function should use a stack library (cststack.h) of stack of characters using a static implementation of the stack

# Solution :

**Header File : cststack.h**

#include<stdio.h> char s[20];

int top;

void init()

{

top=-1;

}

int isempty()

{ if(top==-1) return 1;

else return 0;

}

int isfull()

{ if(top==19) return 1;

else

}

return 0;

void push(char data)

{

if(isfull()==1)

printf("\nStack is full ");

else

{ top++;

s[top]=data;

}

}

char pop()

{ char data; if(isempty()==1)

printf("\nStack is empty ");

else

{ data=s[top];

top--; return data;

}

}

int peek()

{ return s[top];

}

# Program File :

#include<stdio.h> #include"cststack.h"

void main()

{

char str[20]; int count=0,i; char ch;

printf("enter string"); scanf("%s",str); init();

for(i=0;i<=str[i]!='\0';i++)

{

push(str[i]);

}

for (i=0;i<=strlen(str)/2;i++)

{

ch = pop(); if(ch!=str[i])

{

count++; break;

}

}

if(count==0)

{

printf("The string is palindrome");

}

else

{

printf("The string is not palindrome");

}

}

**Slip 8-1:** Implement a list library (singlylist.h) for a singly linked list of integer With the operations create, delete specific element and display. Write a menu driven program to call these operations.

# Solution :

**Header File : singlylist.h**

#include<stdio.h> struct node

{

int data;

struct node \*next;

};

struct node \*f; void create()

{ int n,i; struct node \*s;

printf("Enter how many nodes "); scanf("%d",&n);

f= (struct node \*)malloc(sizeof(struct node)); printf("Enter data ");

scanf("%d",&f->data); s=f; for(i=1;i<n;i++)

{

s->next=(struct node\*)malloc(sizeof(struct node)); s=s->next;

printf("Enter data "); scanf("%d",&s->data);

}

s->next=NULL;

}

void display()

{ struct node \*s; for(s=f;s!=NULL;s=s->next)

{

printf("| %d |-> ",s->data);

}

}

void Delete()

{ int p,cnt=0,i; struct node \*temp,\*s;

printf("Enter position to delete a node "); scanf("%d",&p);

for(s=f;s!=NULL;s=s->next)

{ cnt++;

}

if(p==1)

{

temp=f; f=f->next;

free(temp);

}

else if(p==cnt)

{

for(i=1,s=f;i<p-1;i++)

{ s=s->next;

}

temp=s->next; s->next=NULL; free(temp);

}

else if(p>1 && p<cnt)

{

}

else

}

for(i=1,s=f;i<p-1;i++)

{ s=s->next;

}

temp=s->next;

s->next=temp->next; free(temp);

printf("Invalid Position ");

# Program File :

#include<stdio.h> #include”singlylist.h”

main()

{ int ch; do

{

printf("\n1.Create\n2.Display\n3.Delete \n0.Exit"); printf("Enter choice ");

scanf("%d",&ch); switch(ch)

{

case 1:create();

break; case 2:display();

break; case 3:Delete();

break;

case 0:break; default:printf("\nInvalid choice");

}

}while(ch!=0);

}

**Slip 9\_1,Slip 25\_2 :** Write a program to convert an infix expression of the form (a\*(b+c)\*((da)/b)) into its equivalent postfix notation. Consider usual precedence’s of operators. Use stack library of stack of characters using static implementation.

**Solution :**

**Header File : stack.h**

#include<stdio.h> char s[20];

int top;

void init()

{

top=-1;

}

int isempty()

{ if(top==-1) return 1;

else return 0;

}

int isfull()

{ if(top==19) return 1;

else

}

return 0;

void push(char data)

{

if(isfull()==1)

printf("\nStack is full ");

else

{ top++; s[top]=data;

}

}

char pop()

{ char data; if(isempty()==1)

printf("\nStack is empty ");

else

{ data=s[top];

top--; return data;

}

}

int peek()

{ return s[top];

}

**Program File :**

#include<stdio.h> #include "stack.h"

int priority(char ch)

{ switch(ch)

{

case '(':return 0; case '+':

case '-':return 1; case '\*':

case '/':return 2; case '^':

case '$':return 3;

}

return 0;

}

void convert(char str[20])

{

int i,j=0;

char post[20],ch,ch1; init(); for(i=0;str[i]!='\0';i++)

{ ch=str[i]; switch(ch)

{

case '(':push(ch);

break;

case '+':

case '-':

case '\*':

case '/':

case '$':

case '^':

while(!isempty() && (priority(peek())>=priority(ch)))

{

post[j]= pop(); j++;

}

push(ch); break;

case ')':while((ch1=pop())!='(')

{ post[j]=ch1; j++;

}

break; default:post[j]=ch;

j++;

}

}

while(!isempty())

{ post[j]=pop(); j++;

}

}

main()

{

}

post[j]='\0';

printf("\n Postfix string = %s ",post);

char infix[20];

printf("\nEnter the infix expression "); scanf("%s",infix);

convert(infix);

**Slip 9\_1:** Read the data from the ‘employee.txt’ file and sort on age using Counting sort or Quick sort and write the sorted data to another file 'sortedemponage.txt'.

**Slip 28\_2 :** Read the data from the ‘employee.txt’ file and sort on age using Merge sort or Quick sort and write the sorted data to another file 'sortedemponage.txt

# Solution : Using Quick sort

#include<stdio.h> #include<stdlib.h> #include<string.h> struct employee

{

char name[20]; int age;

}emp[10];

int readFile(struct employee a[])

{

int i=0; FILE \*fp;

if((fp=fopen("emp.txt","r"))!=NULL)

{

while(!feof(fp))

{

fscanf(fp,"%s%d",&a[i].name,&a[i].age); i++;

}

}

return i-1;

}

void quicksort(struct employee a[10],int lb,int ub)

{ int i,j;

struct employee key,temp; if(lb<ub)

{

i=lb+1; key=a[lb]; j=ub;

while(i<=j)

{

while(a[i].age<=key.age && i<=ub) i++;

while(a[j].age>key.age && j>=lb) j--;

if(i<j)

{

}

}

temp=a[i]; a[i]=a[j]; a[j]=temp;

//swap key and a[j] temp=a[j]; a[j]=a[lb]; a[lb]=temp; quicksort(a,lb,j-1); quicksort(a,j+1,ub);

}

}

void writeFile(struct employee a[],int n)

{

int i=0; FILE \*fp;

if((fp=fopen("sortedemp\_quick\_age.txt","w"))!=NULL)

{

}

}

main()

for(i=0;i<n;i++)

{ fprintf(fp,"%s %d\n",a[i].name,a[i].age);

}

{ int n; n=readFile(emp); if(n==-1)

printf("File not found ");

else

{

quicksort(emp,0,n-1); writeFile(emp,n); printf("File Sorted ");

}

}

**Slip 10\_1 ,22\_1:** Implement a linear queue library (st\_queue.h) of integers using a static implementation of the queue and implementing the init(Q), add(Q) and peek(Q) operations. Write a program that includes queue library and calls different queue operations

# Solution :

**Header File :st\_queue.h**

#include<stdio.h> int Q[20];

int f,R; void init()

{ f=R=-1;

}

int isempty()

{

if(f==R)

return 1;

else

}

return 0;

int isfull()

{

if(R==19)

return 1;

else return 0;

}

void Add(int no)

{

if(isfull()==1)

printf("Queue is Full ");

else

{

}

}

R++; Q[R]=no;

int Delete()

{ int no; if(isempty()==1)

printf("Queue is empty ");

else

{

}

}

f++;

no=Q[f]; return no;

void display()

{

int i; for(i=f+1;i<=R;i++)

{ printf("%d ",Q[i]);

}

}

# Program File :

#include<stdio.h> #include "st\_queue.h" main()

{ int n,ch;

init(); do

{

",Delete());

printf("\n\n1.Add \n2.Delete \n3.Display \n0.EXit"); printf("\nEnter choice ");

scanf("%d",&ch); switch(ch)

{ case 1:printf("\nEnter element ");

scanf("%d",&n); Add(n);

break; case 2:if(isempty()==1)

printf("\nQueue is empty "); else

printf("deleted elemet =%d

break; case 3:display();

break;

}

}while(ch!=0);

}

case 0:break; default:printf("\nInvalid choice ");

**Slip10\_2, 30\_1 :** Read the data from the file “employee.txt” and sort on names in alphabetical order (use strcmp) using bubble sort or selection sort.

# Solution :Using Bubble sort

#include<stdio.h> #include<stdlib.h> #include<string.h> struct employee

{

char name[20]; int age;

}emp[10];

int readfile(struct employee a[10])

{

int i=0; FILE\*fp;

if((fp=fopen("empl.txt","r"))!=NULL)

{

while(!feof(fp))

{

fscanf(fp,"%s%d",a[i].name ,&a[i].age); i++;

}

}

return i-1;

}

void writefile(struct employee a[],int n)

{

int i; FILE \*fp;

if((fp=fopen("bsort.txt","w"))!=NULL)

{

for(i=0;i<n;i++)

{

fprintf(fp,"%s %d \n",a[i].name ,a[i].age);

}

}

}

void bubblesort(struct employee a[],int n)

{

int i,j;

struct employee temp; for(i=0;i<n-1;i++)

{

for(j=0;j<n-1;j++)

{

if(strcmp(a[j].name,a[j+1].name)>0)

{

}

main()

{

}

}

}

int n;

temp=a[j]; a[j]=a[j+1]; a[j+1]=temp;

n=readfile(emp); if(n==-1)

printf("File is not found"); else

{

bubblesort(emp,n); writefile(emp,n); printf("File is found");

}

}

**Slip 11\_1:** Accept n values in array from user. Accept a value x from user and use sentinel linear search algorithm to check whether the number is present in the array or not and output the position if the number is present

# Solution :

#include<stdio.h>

void sentinelsearch(int a[10],int n,int sr)

{ int i,cnt=0; a[n]=sr; while(sr!=a[i])

{ i++;

}

if(i<n)

}

main()

{

else

printf("Element is found at %d position ",i); printf("element is not found ");

int n,i,sr,a[10];

printf("enter how many values"); scanf("%d",&n); for(i=0;i<n;i++)

{

printf("enter values"); scanf("%d",&a[i]);

}

printf("\n enter search element"); scanf("%d",&sr); sentinelsearch(a,n,sr);

}

**Slip 12\_1 :** Read the data from file 'cities.txt' containing names of cities and their STD codes. Accept a name of the city from user and use linear search algorithm to check whether the name is present in the file and output the STD code, otherwise output “city not in the list”.

# Solution :

#include<stdio.h>

#include<stdlib.h> #include<string.h>

struct city

{

char name[20]; int code;

}ct[10];

int readFile(struct city a[])

{

int i=0; FILE \*fp;

if((fp=fopen("city.txt","r"))!=NULL)

{

while(!feof(fp))

{

fscanf(fp,"%s%d",&a[i].name,&a[i].code); i++;

}

}

return i-1;

}

void linearsearch(struct city a[10],int n,char sr[20])

{ int i,p,cnt=0; for(i=0;i<n;i++)

{

if(strcmp(a[i].name,sr)==0)

{ p=i; //store position cnt++;

break;

}

}

if(cnt>=1)

printf("city is found and code is %d ",a[p].code);

}

main()

else

printf("city NOT found ");

{ int n;

char sr[20]; n=readFile(ct); if(n==-1)

printf("File not found ");

else

{

printf("Enter city name to search "); scanf("%s",sr); linearsearch(ct,n,sr);

}

}

**Slip 12\_2, Slip 15\_2,Slip24\_1 :** Implement a circular queue library (cir\_queue.h) of integers using a dynamic (circular linked list) implementation of the queue and implementing init(Q), AddQueue(Q) and DeleteQueue(Q) , peek(Q) operations. Write a

menu driven program that includes queue library and calls different queue operations.

# Solution :

**Header File : cir\_queue.h**

#include<stdio.h> #include<stdlib.h> struct node

{

int data;

struct node \*next;

};

struct node \*r; void init()

{

r=NULL;

}

int isempty()

{

if(r==NULL)

return 1;

else

}

return 0;

void Add(int n)

{

struct node \*nw;

nw=(struct node \*)malloc(sizeof(struct node)); nw->data=n;

if(r==NULL)

{

}

else

{

}

}

r=nw;

r->next=r;

nw->next=r->next; r->next=nw;

r=r->next;

int Delete()

{

int no;

struct node \*temp; temp=r->next; if(r==temp->next)

{ r=NULL;

}

else

{

r->next=temp->next;

}

no=temp->data; free(temp); return (no);

}

int peek()

{

return r->next->data;

}

# Program File:

#include<stdio.h> #include "cir\_queue.h" main()

{ int ch,no; init(); do

{

printf("\n1.Add \n2.Delete \n0.Exit"); printf("Enter choice"); scanf("%d",&ch);

switch(ch)

{

case 1:printf("\n Enter element");

scanf("%d",&no); Add(no);

break; case 2:if(isempty()==1)

printf("\n Queue is empty"); else

element is %d",Delete());

case 0:break;

{

printf("deleted break;

}

}

}while(ch!=0);

}

case 4:printf("Elemenent at peek %d ",peek());

break; default:printf("Invalid choice");

**Slip 13\_1, Slip 20\_1 , Slip 26\_1, Slip 29\_1,Slip28\_1 :** Implement a stack library (ststack.h) of integers using a static implementation of the stack and implementing the operations like init(S), S=push(S), isFull(S). Write a driver program that includes stack library and calls different stack operations.

# Solution :

**Header File : sstack.h**

#include<stdio.h> char s[20];

int top;

void init()

{

top=-1;

}

int isempty()

{ if(top==-1) return 1;

else return 0;

}

int isfull()

{ if(top==19) return 1;

else

}

return 0;

void push(char data)

{

if(isfull()==1)

printf("\nStack is full ");

else

{ top++; s[top]=data;

}

}

char pop()

{ char data; if(isempty()==1)

printf("\nStack is empty ");

else

{ data=s[top];

top--; return data;

}

}

int peek()

{ return s[top];

}

# Program File :

#include<stdio.h> #include<stdlib.h> #include"sstack.h" main()

{

int n,i=0,ch; init();

do

{

printf("\n1.push \n2.pop \n3.chech stack is empty or not

\n4.chech stack is full or not \n5.Peek \n0.exit"); printf("\neneter your choice "); scanf("%d",&ch);

switch(ch)

{

case 1: printf("enter elements"); scanf("%d",&n);

push(n); break;

case 2:printf("\ndeleted elements :%d",pop()); break;

case 3:if(isempty()==1)

printf("stack is empty"); else

printf("stack is not empty"); break;

case 4:if(isfull()==1)

printf("stack is full"); else

printf("stack is not full"); break;

case 5:printf("\ntop of elements:%d",peek()); break;

case 0: break;

}

}while(ch!=0);

}

**Slip 16\_1:** Sort a random array of n integers (accept the value of n from user) in ascending order by using Counting sort algorithm

# Solution :

#include<stdio.h>

void countingsort(int a[20],int n,int k)

{

int count[50],b[30],i; for(i=0;i<=k;i++)

{ count[i]=0;

}

}

main()

{

for(i=0;i<n;i++)

{ ++count[a[i]];

}

for(i=1;i<=k;i++)

{ count[i]=count[i]+count[i-1];

}

for(i=n-1;i>=0;i--)

{ b[--count[a[i]]]=a[i];

}

//copy sorted array b to original array b for(i=0;i<n;i++)

{ a[i]=b[i];

}

int a[20],n,i,max;

printf("Enter how many elements "); scanf("%d",&n);

for(i=0;i<n;i++)

{ a[i]=rand()%10;

}

printf("\n Before sort array is "); for(i=0;i<n;i++)

{

printf("%d ",a[i]);

}

max=a[0]; for(i=1;i<n;i++)

{ if(a[i]>max) max=a[i];

}

countingsort(a,n,max);

printf("\n Afer sorting array is "); for(i=0;i<n;i++)

{ printf("%d ",a[i]);

}

}

**Slip 17\_1 :** 1 Implement a list library (singlylist.h) for a singly linked list. Create a linked list, reverse it and display reversed linked list

# Solution :

**Header File : singlylist.h**

#include <stdio.h> #include <stdlib.h>

struct node

{

int data;

struct node \*next;

};

struct node \*f; void create()

{

struct node \*s; int n,i;

printf("Enter how many nodes"); scanf("%d",&n);

f=(struct node \*)malloc(sizeof(struct node)); printf("Enter data");

scanf("%d",&f->data); s=f; for(i=1;i<n;i++)

{

s->next=(struct node \*)malloc(sizeof(struct node)); s=s->next;

printf("Enter data"); scanf("%d",&s->data);

}

s->next=NULL;

}

void display()

{

struct node \*s; for(s=f;s!=NULL;s=s->next)

{

printf("%d ->",s->data);

}

}

void reverse()

{

int cnt=0,i; struct node \*s;

for(s=f;s!=NULL;s=s->next)

{

cnt++;

}

while(cnt>0)

{

for(i=1,s=f;i<cnt;i++)

{

s=s->next;

}

printf("%d ->",s->data); cnt--;

}

}

# Program File

#include<stdio.h> #include"singlylist.h" main()

{

create(); display(); reverse();

}

**Slip 18\_2 :** Write a program that multiply two single variable polynomials. Each polynomial should be represented as a list with linked list implementation

# Solution :

#include<stdio.h> #include<stdlib.h>

struct node

{ int coeff,exp; struct node \*next;

};

struct node\* create(struct node \*f)

{

int i,n; struct node \*s;

printf("\nEnter no of terms "); scanf("%d",&n);

printf("Enter term in descending order of power "); f=(struct node \*)malloc(sizeof(struct node)); printf("\n Enter coeff ");

scanf("%d",&f->coeff); printf("\n Enter power "); scanf("%d",&f->exp);

s=f; for(i=1;i<n;i++)

{

s->next=(struct node \*)malloc(sizeof(struct node)); s=s->next;

printf("\n Enter coeff "); scanf("%d",&s->coeff);

printf("\n Enter power "); scanf("%d",&s->exp);

}

s->next=NULL; return f;

}

void display(struct node \*f)

{ struct node \*s; for(s=f;s!=NULL;s=s->next)

{ printf("%dx^%d ->",s->coeff,s->exp);

}

}

int length(struct node \*p)

{ int len=0; struct node \*s;

for(s=p;s!=NULL;s=s->next)

{ len++;

}

return len;

}

struct node\* Mult(struct node \*p1,struct node \*p2)

{

struct node \*t1,\*t2,\*t3=NULL,\*nw; struct node \*p3;

for(t1=p1;t1!=NULL;t1=t1->next)

{

for(t2=p2;t2!=NULL;t2=t2->next)

{

nw=(struct node\*)malloc(sizeof(struct node)); nw->next=NULL;

nw->coeff=t1->coeff\*t2->coeff; nw->exp=t1->exp+t2->exp; if(t3==NULL)

{ p3=nw; t3=nw;

}

else

{ t3->next=nw; t3=t3->next;

}

}

}

return p3;

}

main()

{ struct node \*p1=NULL,\*p2=NULL,\*p3=NULL; p1=create(p1);

p2=create(p2);

printf("\n 1st Polynomial is : "); display(p1);

printf("\n 2nd Polynomial is : "); display(p2);

p3=Mult(p1,p2);

printf("\n Multiplication of 2 Polynomial is "); display(p3);

}

**Slip 20\_2, Slip 29\_2 :** There are lists where new elements are always appended at the end

of the list. The list can be implemented as a circular list with the external pointer pointing to the last element of the list. Implement singly linked circular list of integers with append and display operations. The operation append(L, n), appends to the end of the list, n integers accepted from user.

**Solution :** #include<stdio.h> #include<stdlib.h> struct node

{

int data;

struct node \*next,\*prev;

};

struct node \*f; void create()

{

struct node \*s; int i,n;

printf("enter how many nodes"); scanf("%d",&n);

f=(struct node\*)malloc(sizeof(struct node)); printf("enter data");

scanf("%d",&f->data); s=f; for(i=1;i<n;i++)

{

s->next=(struct node\*)malloc(sizeof(struct node)); s=s->next;

printf("enter data"); scanf("%d",&s->data);

}

s->next=f;

}

void display()

{

struct node \*s;

printf("\nCircular linked list is::"); s=f;

do

{

printf("%d->",s->data); s=s->next;

}

while(s!=f);

}

void append()

{

struct node \*nw,\*s; int n,i;

printf("\nenter how many new nodes"); scanf("%d",&n);

for(i=0;i<n;i++)

{

nw=(struct node\*)malloc(sizeof(struct node)); printf("\nenter new node of data"); scanf("%d",&nw->data);

s=f; do

{

}

}

main()

{

}

s=s->next;

}while(s->next!=f);

s->next=nw; nw->next=f;

create(); display(); append(); display();

**Slip 21\_2, Slip 24\_2 :** Read the data from the file “employee.txt” and sort on names in alphabetical order (use strcmp) using insertion sort or selection sort.

# Solution : Using Insertion sort

#include<stdio.h> #include<stdlib.h> #include<string.h>

struct employee

{

char name[20]; int age;

}emp[10];

int readfile(struct employee a[])

{

int i=0; FILE\*fp;

if((fp=fopen("emp.txt","r"))!=NULL)

{

while(!feof(fp))

{

fscanf(fp,"%s%d",&a[i].name,&a[i].age); i++;

}

}

return i-1;

}

void InsertionSort(struct employee a[],int n)

{ int i,j;

struct employee key; for(i=1; i<n; i++)

{

key=a[i];

for(j=i-1; j>=0; j--)

{

if(strcmp(a[j].name,key.name)>0)

{

a[j+1]=a[j];

}

else

break;

}

a[j+1]=key;

}

}

void writefile(struct employee a[],int n)

{

int i=0; FILE\*fp;

if((fp=fopen("insertionsort.txt","w"))!=NULL)

{

for(i=0;i<n;i++)

{

fprintf(fp,"%s %d\n",a[i].name,a[i].age);

}

}

}

int main()

{

int n; n=readfile(emp); if(n==-1)

printf("File Not Found");

else

{

}

}

InsertionSort(emp,n); writefile(emp,n); printf("File Sorted");

**Slip 21\_1:** Write a program that reverses a string of characters. The function should use a stack library (cststack.h). Use a static implementation of the stack.

# Solution

**Header File : cststack.h**

#include<stdio.h> char s[20];

int top;

void init()

{

top==-1;

}

int isempty()

{

if(top==-1)

return 1;

else

return 0;

}

int isfull()

{

if(top==19)

return 1;

else

return 0;

}

void push(char ch)

{

if(isfull()==1) printf("Stack is full");

else

{

}

}

top++; s[top]=ch;

char pop()

{

char ch; if(isempty()==1)

printf("Stack is empty");

else

{

}

}

ch=s[top]; top--; return ch;

# Program File :

#include<stdio.h> #include"stack.h" int main()

{

init();

char str[20]; int i;

printf("Enter String: "); scanf("%s",&str); for(i=0;str[i]!='\0';i++)

{

push(str[i]);

}

printf("Reversed string: "); while(!isempty())

{

printf("%c",pop());

}

}

**Slip 22\_2:** Read the data from file 'cities.txt' containing names of cities and their STD codes. Accept a name of the city from user and use sentinel linear search algorithm to check whether the name is present in the file and output the STD code, otherwise output “city not in the list”.

# Solution :

#include<stdio.h> #include<stdlib.h> #include<string.h> struct city

{

char name[20]; int code;

}ct[10];

int readFile(struct city a[])

{

int i=0; FILE \*fp;

if((fp=fopen("city.txt","r"))!=NULL)

{

while(!feof(fp))

{

fscanf(fp,"%s%d",&a[i].name,&a[i].code); i++;

}

}

return i-1;

}

void sentinelsearch(struct city a[10],int n,int sr)

{ int i,cnt=0; a[n]=sr;

while(strcmp(sr,a[i].name)!=0)

{ i++;

}

if(i<n)

printf("city is found and STD code is %d ",a[i].code);

else

printf("city is not found ");

}

main()

{ int n;

char sr[20]; n=readFile(ct); if(n==-1)

printf("File not found ");

else

{

printf("Enter city name to search"); scanf("%s",sr); SentinelSearch(ct,n,sr);

}

}

**Slip 23\_2:** Read the data from file ‘sortedcities.txt’ containing sorted names of cities and their STD codes. Accept a name of the city from user and use binary search algorithm to check whether the name is present in the file and output the STD code, otherwise output “city not in the list”.

# Solution :

#include<stdio.h> #include<stdlib.h> #include<string.h> struct city

{

char name[20]; int code;

}ct[10];

int readFile(struct city a[])

{

int i=0; FILE \*fp;

if((fp=fopen("sortedfile.txt","r"))!=NULL)

{

while(!feof(fp))

{

fscanf(fp,"%s%d",&a[i].name,&a[i].code); i++;

}

}

return i-1;

}

int binarysearch(struct city a[10],int lb,int ub,char sr[20])

{

int mid=0; while(lb<=ub)

{

mid=(lb+ub)/2;

if(strcmp(a[mid].name,sr)==0) return mid;

else if(strcmp(sr,a[mid].name)<0) ub=mid-1;

else

}

lb=mid+1;

}

main()

return -1;

{ int n,p; char sr[20];

n=readFile(ct); if(n==-1)

printf("File not found ");

else

{

printf("Enter city name to search "); scanf("%s",sr); p=binarysearch(ct,0,n,sr);

if(p>=0)

printf("\nCity is found and code =%d ",ct[p].code);

else

}

}

printf("\nCity not found ");

**Slip27\_1 :** Read the data from the file and sort on names in alphabetical order (use strcmp) using Merge sort and write the sorted data to another file 'sortedemponname.txt'

# Solution :

#include<stdio.h> #include<stdlib.h> #include<string.h> struct employee

{

char name[20]; int age;

}emp[10];

int readFile(struct employee a[])

{

int i=0; FILE \*fp;

if((fp=fopen("emp.txt","r"))!=NULL)

{

while(!feof(fp))

{

fscanf(fp,"%s%d",&a[i].name,&a[i].age); i++;

}

}

return i-1;

}

mergesort(struct employee a[10],int lb,int ub)

{ int mid; if(lb<ub)

{

mid=(lb+ub)/2; mergesort(a,lb,mid); mergesort(a,mid+1,ub); merge(a,lb,mid,ub);

}

}

merge(struct employee a[10],int lb,int mid,int ub)

{

struct employee b[20]; int k,i,j;

k=0;

i=lb; j=mid+1;

while(i<=mid && j<=ub)

{

//if(a[i]<=a[j]) if(strcmp(a[i].name,a[j].name)<0)

{ b[k]=a[i]; i++;

k++;

}

else

{ b[k]=a[j]; j++;

k++;

}

}

while(i<=mid)

{

b[k]=a[i];

i++; k++;

}

while(j<=ub)

{

b[k]=a[j]; j++;

k++;

}

for(i=lb,k=0;i<=ub;k++,i++)

{

a[i]=b[k];

}

}

void writeFile(struct employee a[],int n)

{

int i=0; FILE \*fp;

if((fp=fopen("sortedemp\_merge.txt","w"))!=NULL)

{

}

}

main()

for(i=0;i<n;i++)

{ fprintf(fp,"%s %d\n",a[i].name,a[i].age);

}

{ int n; n=readFile(emp); if(n==-1)

printf("File not found ");

else

{

mergesort(emp,0,n-1); writeFile(emp,n); printf("File Sorted ");

}

}

**Slip 27\_2 :** Write a program that adds two single variable polynomials. Each polynomial should be represented as a list with linked list implementation.

# Solution :

#include<stdio.h> #include<stdlib.h>

struct node

{ int coeff,exp; struct node \*next;

};

struct node\* create(struct node \*f)

{

int i,n; struct node \*s;

printf("\nEnter no of terms "); scanf("%d",&n);

printf("Enter term in descending order of power "); f=(struct node \*)malloc(sizeof(struct node)); printf("\n Enter coeff");

scanf("%d",&f->coeff); printf("\n Enter power "); scanf("%d",&f->exp);

s=f; for(i=1;i<n;i++)

{

s->next=(struct node \*)malloc(sizeof(struct node)); s=s->next;

printf("\n Enter coeff"); scanf("%d",&s->coeff); printf("\n Enter power "); scanf("%d",&s->exp);

}

s->next=NULL; return f;

}

void display(struct node \*f)

{ struct node \*s; for(s=f;s!=NULL;s=s->next)

{ printf("%dx^%d ->",s->coeff,s->exp);

}

}

struct node \*Add(struct node \*p1,struct node \*p2)

{

struct node \*t1,\*t2,\*t3=NULL,\*nw; struct node \*p3;

t1=p1;t2=p2;

printf("\n%d %d",t1->exp,t2->exp); while(t1!=NULL && t2!=NULL)

{ nw=(struct node\*)malloc(sizeof(struct node)); nw->next=NULL;

if(t1->exp > t2->exp)

{

nw->exp=t1->exp;

nw->coeff=t1->coeff; t1=t1->next;

}

else if(t2->exp > t1->exp)

{

}

else

nw->exp=t2->exp;

nw->coeff=t2->coeff; t2=t2->next;

{ nw->exp=t1->exp;

nw->coeff=t1->coeff+t2->coeff; t1=t1->next;

t2=t2->next;

}

if(t3==NULL)

{ p3=nw; t3=nw;

}

else

{ t3->next=nw; t3=t3->next;

}

}

while(t1!=NULL)

{

nw=(struct node\*)malloc(sizeof(struct node)); nw->next=NULL;

nw->exp=t1->exp;

nw->coeff=t1->coeff; t1=t1->next;

t3->next=nw;; t3=t3->next;

}

while(t2!=NULL)

{

nw=(struct node\*)malloc(sizeof(struct node)); nw->next=NULL;

nw->exp=t2->exp;

nw->coeff=t2->coeff; t2=t2->next;

t3->next=nw; t3=t3->next;

}

return p3;

}

main()

{ struct node \*p1=NULL,\*p2=NULL,\*p3=NULL; p1=create(p1);

p2=create(p2);

printf("\n 1st Polynomial is : "); display(p1);

printf("\n 2nd Polynomial is : "); display(p2);

p3=Add(p1,p2);

printf("\n Addition of 2 Polynomial is "); display(p3);

}

**Slip 30\_2 :** Write a program that merges two ordered linked lists into third new list. When two lists are merged the data in the resulting list are also ordered. The two original lists should be left unchanged. That is merged list should be new one. Use linked implementation.

# Solution :

#include<stdio.h> struct node

{

int data;

struct node \*next;

};

struct node\* create(); void display(struct node\*);

struct node\* create()

{ int n,i;

struct node \*s,\*f; printf("Enter how many nodes "); scanf("%d",&n);

f= (struct node \*)malloc(sizeof(struct node)); printf("Enter data ");

scanf("%d",&f->data); s=f; for(i=1;i<n;i++)

{

s->next=(struct node\*)malloc(sizeof(struct node)); s=s->next;

printf("Enter data "); scanf("%d",&s->data);

}

s->next=NULL; return f;

}

void display(struct node \*f)

{ struct node \*s; for(s=f;s!=NULL;s=s->next)

{

printf("| %d |-> ",s->data);

}

}

struct node\* merge(struct node \*f1,struct node \*f2)

{ struct node \*s;

for(s=f1;s->next!=NULL;s=s->next)

{

}

s->next=f2; return f1;

}

main()

{

struct node \*f1,\*f2,\*f3; f1=create(); f2=create();

printf("1st linked list "); display(f1);

printf("\n2nd linked list ");

display(f2);

f3=merge(f1,f2) ; printf("\nAfter merging LL is "); display(f3);

}

[www.nrclassespune.com](http://www.nrclassespune.com/) | [www.bcsbca.com](http://www.bcsbca.com/) Subscribe to our YouTube Channel for BCS Study videos [https://www.youtube.com/@NRClasses](https://www.youtube.com/%40NRClasses)

Click on the below link to join our Free Study Material WhatsApp Group https://chat.whatsapp.com/J8vwXvDl2EW9htNH0LckU9

TO JOIN NR CLASSES LLP

WhatsApp on 9730381255

Follow us on Instagram @logic\_overflow